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Topics: [Project Euler](http://www.mathblog.dk/category/solutions/project-euler/)

[Problem 12](http://projecteuler.net/index.php?section=problems&id=012)of [Project Euler](http://projecteuler.net/) has a wording which is somewhat different than previous problems. However, as we shall see deriving efficient solutions for the problem, we can use theory which is very similar to some of the previous problems.  The problem reads

*The sequence of triangle numbers is generated by adding the natural numbers. So the 7th triangle number would be 1 + 2 + 3 + 4 + 5 + 6 + 7 = 28. The first ten terms would be:*

*1, 3, 6, 10, 15, 21, 28, 36, 45, 55, …*

*Let us list the factors of the first seven triangle numbers:*

***1****: 1****3****: 1,3****6****: 1,2,3,6****10****: 1,2,5,10****15****: 1,3,5,15****21****: 1,3,7,21****28****: 1,2,4,7,14,28We can see that 28 is the first triangle number to have over five divisors.*

*What is the value of the first triangle number to have over five hundred divisors?*

When I first read the problem description, I rather quickly saw a direct approach to find the answer to the problem, where I use trial division to find the number of divisors to a number. This is the first approach I will describe in the this blog post. After that I will describe two modifications to solution strategy to speed up the algorithm.

**Brute Force with Trial Division**

The trial division is pretty straight forward.  The main piece of the code looks like

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | int number = 0;  int i = 1;    while(NumberOfDivisors(number) < 500){      number += i;      i++;  } |

where the “intelligence” lies in the function it calls called NumberOfDivisors. The function uses trial division of all numbers up to and including the square root of the original number.

The code for that looks as

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | private int NumberOfDivisors(int number) {      int nod = 0;      int sqrt = (int) Math.Sqrt(number);        for(int i = 1; i<= sqrt; i++){          if(number % i == 0){              nod += 2;          }      }      //Correction if the number is a perfect square      if (sqrt \* sqrt == number) {          nod--;      }        return nod;  } |

I don’t see much reason to go into the details of describing the code as it speaks for it self. The result is

|  |  |
| --- | --- |
| 1  2 | The first triangle number with over 500 divisors is: 76576500  Solution took 214 ms |

So while the code is easy to read, it isn’t terribly fast to execute.

**Prime Factorisation**

Now that we have established a method to find the answer. The question is how to speed it up. It is pretty obvious that the time consuming part of the code is the NumberOfDivisors functions. So lets see if we can improve that.

The property we need in order to find an efficient method to derive the number of divisors of a number is based on the [prime factorisation](http://en.wikipedia.org/wiki/Prime_factor) of the number which we also dealt with in [Problem 3](http://www.mathblog.dk/project-euler-problem-3/).  
Any number N is uniquely described by its prime factorisation

![\displaystyle N = p_1^{a_1} \cdot p_2^{a_2} \cdot p_3^{a_3}\dots = \prod_{n=1}^K p_n^{a_n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAAwBAMAAACbJUm/AAAAMFBMVEX///8AAAC6urpmZmaYmJhEREQiIiKIiIiqqqp2dnbu7u5UVFTc3NwyMjLMzMwQEBAq6GXNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACw0lEQVRYhe2YT2jTUBzHf22TJU2azM6TXhYVDzqQuR0cngIWnA6xJx2eih4U8VD8w7qDENjmrP+Yfw7Wg0YQnAexgrfpKP7DHYY5iniIgvY0cB4ERdD30rR97zWtka0PhH6h6fu+fpPP7/2BPArQHulHXO1Wm57N6gRc4kRSvt7jRAJ5/jgvVGx+By+U5r7lheoG1eRDStwx1G98UB111KBHyeRvpOVkr9t21mISMyIcSCBUUGtDhcuXSy29nvvQ4m65gloXhqQ4XTBFe2VyJ9HxEDLCJjskqlpXdLsJm48yWWHmFYi0l80U0bEnkX6hlkKiUF2VRj4DMlufZI1ZIuNhgOjISTllVzMSi0J1lU8WUWNvDwhsNnFz3BAZHzWJjoXpaxC3QqJQXXEXo8y5RhSWyPhPOu1TQjYkCtWlJtCcKMYGe5YKjg9P2Ojr3AXK698P+166cR7vkJde6m8oP6wqt1E3dGW9h14fRDLQPrmflvuJ+1gPW8/ARBAgjh8wwKDIsABSxqRuES3Bqbb7GB/FUz4K+0jf5+cCR0WGBVB6aFTEVou6vw777YpPDfnpn+iyHuaE6WzN4wz+BKNQuNr9HOCZhRuD/gTCEkSMEWLJkd9mdNefpTvQ8xrWAKtY0ATicDWARvSRKgnOwikgdxfyclEzal5ypH5FTzegAkeFw37vgx82qHTw4GSWQmFv362XI+Z2A0yVwqFwuHw63ySIl4NEYQ9P6t6bS6XV6ZVA4fAVRwvO6Rka5XnJrAe+eNd34VA4LFlbgnOfj9Eoz29MuDX0AQvQav4KhfLCmv3Uah6+OEpZvXeZ/n02b4ZCedJgqNQivSL901t4ZVpMHkIb5yqHswU6MSUz8Bhd28/q6L+T3vREsOoa4Ydqfs5ZLeljwzOcUPISOAuFQsFtPwpyUV6jgvfqG16jcmKVf83oN9Ef/9/IUlD8DzAAAAAASUVORK5CYII=)

Where pn is the a distinct prime number, an is the exponent of the prime and *K* is the set of all prime numbers less than or equal to the square root of *N*.  Taking any unique combination of the prime factors and multiplying them, will yield a unique divisor of *N*. That means we can use combinatorics to determine the number of divisors based on the prime factorisation. The  prime *pn* can be chosen 0,1,…,an times. That means in all we can choose *pn* in *an*+1 different ways.

The total number of divisors of *N* , *D(N)* can be expressed as

![\displaystyle D(N) =(a_1 1) \cdot (a_2  1) \cdot (a_3 1)\dots= \prod_{n=1}^K (a_n 1) ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXkAAAAwBAMAAAAGDRceAAAAMFBMVEX///8AAADMzMxmZmZ2dnaIiIhUVFSqqqoQEBDc3NwiIiKYmJgyMjLu7u5ERES6urrijlieAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADpUlEQVRoge2aT2jTUBzHf6ZLY5fGNjupoOuQuYviRlERBAtW1IOs4GYPk60MFIYyqtbhDso2FOZhWGToENGBeFAZVmT+g2GmB72IFTp38NKb14rDgwfxvea1fS9NlpgcsmB/MPLWfL6/99l7bdqUAazV4h5EgsfclrBfj2DUbQX7JY19c1vBQQmDc24rOCjf4G63FRxUMDLjtoKDWg/+nNsOtitwpOS/4bZEoxrVqP+jpHF54yQqWZ5wW8VOBRZb8MGb8gDPVPtOtz3s1TnVPmaV31kZpNnHubw+n3ZOCMY2lL1R+3Ka6zrUM4gOaQh15eDPQ+hgoQ695Db6cXsE14nntGCv276avgQwkwUfGmVmQchDU5bh2Keeug7tw0BhtgjuRBHgqBV7NiwBm96DPkt3wgAaLbSCiM6naJovMdmYeuynMJsEj+b/asGeDUMB2PQTNFZAQaPcaWwPRZoOMlnKrYrZJPD8GyzYs2HaHqelTWiPZwPoN6n0I7+MHumm6Xtom5IX9Ny6nRF4/iZ2XXXt2TBtj9PCGPorUqEYfhE3Jy6jM/PopymK6gAarABsh9/oiVznNk/6EUJ8njYjLiY09mKCda7OStlXBOrtcdqXAliXxiMR+Fl8O/OTbogMnkIcxFNq8/dq836C/aoRu2DKhLgDYYrA84fQKzKUKkP4oLv2JKzWwej+aLREpZuR8BtQ7aVWHXsuDO8q60ivLMZe5avECHw2ISSuqFl7PL84VYbwwcBeFahfe5z+kgVpAgTE3Qc4i3c/g358lT3MgKBI4bSOfYb0I4QkbTEh4EpWYy/EGOXarJQ9Cbf3ZbT2OI0u93cjEEihSw5AG74WJ+mGt4Ar8kpOxz6pIdSb6NUIaU5jzxu+XdXsSfi8EtTao/TS494e/HWhAoWrefDjM0N0G5Q5PHomy9q3fxyoYRWiz5SADzWCO3mtBH72jVHXnoT59Aplr03vqyWLdBsfQYh9oh4jRKh004Q4Dtc1hJXrPQkH80PljVqqMVR6ujoSmYtwIFY+CMPaTa5ihGibDJsQyxntFzRvLdiTcBD2ajeKSovVcwWWeW3Qv+CcqLxGdIr6nGPUnkkvVAaadxDR4ANqwjnBG3gBY2/UfpW02+Xpe6vA4la04gVv3tdK47K8GfyyLLe4rdKoRjXq34pLmDNrt1542l576+iJ4npfxsoDT9oLO0CZjsfjEU/aQxJ/xwEeXXv45L/t4bVXfOr/h4x8XxX7C64LJf9nkeRqAAAAAElFTkSuQmCC)

Now we just need a function to carry out the factorisation.

We used a prime factorisation in the [solution to  Problem 3](http://www.mathblog.dk/project-euler-problem-3/), I have modified it to only use primes, instead of odd numbers, and I have modified it to actually count the divisors instead of returning a divisor.

The code looks like

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | private int PrimeFactorisationNoD(int number, int[] primelist) {      int nod = 1;      int exponent;      int remain = number;        for (int i = 0; i < primelist.Length; i++) {          // In case there is a remainder this is a prime factor as well          // The exponent of that factor is 1          if (primelist[i] \* primelist[i] > number) {              return nod \* 2;          }            exponent = 1;          while (remain % primelist[i] == 0) {              exponent++;              remain = remain / primelist[i];          }          nod \*= exponent;            //If there is no remainder, return the count          if (remain == 1) {              return nod;          }      }      return nod;  } |

It requires a list of primes, it starts from the lowest prime, and finds the exponent for that prime.  Just as in [Problem 3](http://www.mathblog.dk/project-euler-problem-3/), if there the remainder reaches 1, there are no more divisors, and if there is a left over, that left over will be a prime divisor as well.

In the main loop we will need to generate a list of primes as well. This is done using the Sieve of Eratosthenes developed in [Problem 10](http://www.mathblog.dk/sum-of-all-primes-below-2000000-problem-10/). With the line of code

|  |  |
| --- | --- |
| 1 | int[] primelist = ESieve(75000); |

I am uncertain of the upper limit of the prime divisors, so I tried to set it to 75000, to have a reasonably conservative bound.

Using prime factorisation yields the same result, but significantly faster than using trial division.

|  |  |
| --- | --- |
| 1  2 | The first triangle number with over 500 divisors is: 76576500  Solution took 16 ms |

**Coprime Property**

The last improvement of the algorithm, that we will deal with today, is a decomposition of the problem, into two smaller problems, which are significantly easier to solve.

In [problem 6](http://www.mathblog.dk/project-euler-problem-6/), we established that the sum of natural numbers can be written analytically, such that

![\displaystyle N_k = \sum_{j=1}^kn_j = \frac{k(k 1)}{2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAAyBAMAAADLk9YvAAAAMFBMVEX///8AAAC6urpmZmaYmJhEREQiIiKIiIiqqqp2dnbu7u5UVFTc3NwyMjLMzMwQEBAq6GXNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC20lEQVRYhbWWTWgTQRTHH5tNdrL5aDciFaS4wQ8qekhNoddVQfEDDehBepAcBC2IRvQg1MJeSk1zCXoKiKwUav1sRaQHK6xCQLCIHwdPQuuhevUkSjHO7s7mY3dms4mbP+zu23lvfvN2MjMvAEyt62xf14r0gAnVXkAPv10MHrq0qgYPPZcJninmltU2IUnN3YY8e3CFa6ts76Eyvv0Afrx1lAwk22XioYSMb3h+PpF3zWRO5ADudA+9hy9BBrHfehXL5kPA0EfdQ6fwlcAzmHNBw91DR7kpDe+OUGFozAGNyl1DL+2twm68lb+t5BxQvsDo0lf7auhyrfaXHiAO6HjL4am9YbxFs9nP2X0EyrGWd1RSzefTya30ALR8xoSWqlZgU6ZMKHz8Q4xdOtUfUo4hKAKM8IuqA4rKLOjrQWKI9JA+/QiCdwAbfNkJFVQWFEk2jJ7pHMwqeEmJeXGkaezk5C8ZYkYPbliBneedvYZTrPEaCjUGFBs/ubVOi3lAmrNDZJuryaU4dWoOmPejKeBdrqSUawuF45Q2MrvKSwoU9g+0h/Kau02w0HJam3c7w9KqbR4cKrJ2CUsIIoUZUo9vZ7Fka6yf9lJFoUw8DzDd6vcWD0JeodTj9CbbiujIuUskL/UbUDGlUOpxdMO2FiDmJ7tmvQF4pZJ6nG36vLk6qAQLCOadfk8pAGsapR6frlujsAeBOtZBog9+axCj1ONYY2WfhdkZgA8dQC256/GEI4J9ooFwlX7quOoxcibmUSXK8Jzpa9G6RgyVjJpghuKNmfbFjF8kRpJ82ZPr7NgUrOl+oPX1dMVHuAwn/TDh1Iqh99PPNvsKv+AnKFTfclt8hSt+oribtlQ/4Sf8BHUopHNa4NAdD+8HzhQlabB9lCFknfXfA08Bn7VLPYAaf5eCk1jqARSFH1cqlbvBQoEcSsFCt8d7kOkt845eqAEy5c4rUluJX9T/6f4PgMinNGzhvo0AAAAASUVORK5CYII=)

where *Nk* is the k’th triangle number.

The property that we will use is that k and k+1 are [coprimes](http://en.wikipedia.org/wiki/Coprime) (which we also dealt with in [Problem 9](http://www.mathblog.dk/pythagorean-triplets/)). You can convince your self of that in the general case of k, using [Euclid’s alogrithm](http://en.wikipedia.org/wiki/Greatest_common_divisor#Using_Euclid.27s_algorithm).  
Since *k* and *k+1* are coprimes it means that their set of primes factors are distinct, and

D(Nk) = D(k/2)D(k+1) if k is even and  
D(Nk) = D(k)D((k+1)/2) if k is odd.

In the first case, if *k* and *k+1* are coprimes, so is *k/2* and *k+1*, since 2 will be in the set of prime factors for *k*, and therefore not for *k+1*. Since otherwise they would not be coprimes. The problem of factorisation has now been split into prime factorisation for two smaller numbers, which is a significantly easier task.

Furthermore if we code it a bit smart, we can reuse the prime factorisation for k+1 in the subsequent iteration, and thus we only need to factorise one number in each iteration.

The prime generator and the prime factorisation we have already implemented can be reused, but we need to rework the main algorithm. I have chosen an implementations that looks like

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | int number = 1;  int i = 2;  int cnt = 0;  int Dn1 = 2;  int Dn = 2;  int[] primelist = ESieve(1000);    while (cnt < 500) {      if (i % 2 == 0) {          Dn = PrimeFactorisationNoD(i + 1, primelist);          cnt = Dn \* Dn1;      } else {          Dn1 = PrimeFactorisationNoD((i + 1) / 2, primelist);          cnt = Dn\*Dn1;      }      i++;  }  number = i \* (i - 1) / 2; |

Based on the explanation the code should be fairly self explanatory. One of the more obvious observations is that I have tightened the upper bound of the prime number generation signifanctly.

The execution of the algorithm yields

|  |  |
| --- | --- |
| 1  2 | The first triangle number with over 500 divisors is: 76576500  Solution took 1 ms |

For a number with 500 divisors, there wont be much difference, but I lost the patience of the second algorithm at 1200 divisors. Where this version still ran smoothly at more than 5000 divisors.  So for scalability, the last version is a significant improvement.

**Wrapping up**

I covered three iterations of the algorithm, each improving the execution of the algorithm significantly by using different areas of number theory and combinatorics.  As usual the [source code is available for download](http://www.mathblog.dk/files/euler/Problem12.cs). Did it make sense?